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ABSTRACT: The process of fixing bug is bug triage or bug assortment. The aim of this, to correctly assign a 
developer to a new bug. Triaging these incoming reports manually is error-prone and time consuming.Software 
companies pay most of their cost in dealing with these bugs. For software repositories traditional software analysis is 
not completely suitable for the large-scale and complex data. To reduce time and cost of bug triaging,present an 
automatic approach to predict a developer with relevant experience to solve the new coming report. In proposed 
approach explain data reduction on bug data set which will reduce the scale of the data as well as increase the quality 
of the data. And also give domain specific bugs with their solution by developers. For implementing this use instance 
selection and feature selection for reducing bug of data. And Top-K pruning algorithms for tackling domain specific 
task. 
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I. INTRODUCTION 
 

Numerous product organizations spend a large portion of the cash in settling the bugs. Substantial programming 
ventures have bug archive that gathers all the data identified with bugs. In bug store, every product bug has a bug 
report. The bug report comprises of printed data with respect to the bug also, redesigns identified with status of bug 
settling. Once a bug report is framed, a human triager doles out this bug to a designer, who will attempt to settle this 
bug. This designer is recorded in a thing relegated to. The assignedto will change to another designer if the beforehand 
alloted engineer can't alter this bug. The procedure of doling out a right designer for settling the bug is called bug 
triage. Bug triage is a standout amongst the most tedious venture in treatment of bugs in programming ventures[1].  
 

Manual bug triage by a human triager is tedious what's more, blunder inclined following the quantity of day by day 
bugs is substantial and absence of learning in designers about all bugs. Due to every one of these things, bug triage 
results in costly time misfortune, high cost and low precision[2]. The data put away in bug reports has two principle 
challenges. Firstly the substantial scale information and furthermore low nature of information. Because of huge 
number of day by day reported bugs, the quantity of bug reports is scaling up in the vault. Uproarious and excess bugs 
are debasing the nature of bug reports. In this paper a powerful bug triage framework is proposed which will lessen the 
bug information to spare the work expense of designers. It likewise means to fabricate a fantastic arrangement of bug 
information by expelling the repetitive and non-enlightening bug reports[3,4]. 
I.A) Objectives: 
1) Simultaneously reduce the scales of the bug dimension and the word dimension. 
2) Improve the accuracy of bug triage. 
3) Improve the results of data reduction in bug triaging to explore how to prepare a high quality set of bug data and 
tackle a domain specific task. 
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II. RELATED WORK 
 

In [1] they mention that Bug triaging is an error-prone, tedious and time consuming task. They are going with 
Revisiting Bug Triage and Resolution Practices. In this paper they studied about bug triaging and fixing practices, 
including bug reassignments and reopenings, in the context of the Mozilla Core and Firefox projects, which they 
consider to be representative examples of a large-scale open source software project. Also they have plan to conduct 
qualitative and quantitative analysis of the bug assignment practices. We are interested in providing insights into 
several areas: triage practices, review and approval processes; root cause analysis of bug reassignments and reopens in 
open source software projects; and recommendations for improvements/redesign of bug tracking systems.   
In [2] this paper, they introduce a graph model based on Markov chains, which captures bug tossing history. This 
model has several desirable qualities. First, it reveals developer networks which can be used to discover team structures 
and to find suitable experts for a new task. Second, it helps to better assign developers to bug reports. In our 
experiments with 445,000 bug reports, our model reduced tossing events, by up to 72%. In addition, the model 
increased the prediction accuracy by up to 23 percentage points compared to traditional bug triaging approaches.  
In [3] recent research shows that optimizing recommendation accuracy problem and proposes a solution that is 
essentially an instance of content-based recommendation (CBR). However, CBR is well-known to cause over-
specialization, recommending only the types of bugs that each developer has solved before. This problem is critical in 
practice, as some experienced developers could be overloaded, and this would slow the bug fixing process. In this 
paper, they take two directions to address this problem: First, we reformulate the problem as an optimization problem 
of both accuracy and cost. Second,we adopt a content-boosted collaborative filtering (CBCF), combining an existing 
CBR with a collaborative filtering recommender (CF), which enhances the recommendation quality of either approach 
alone.  
In [4] Current techniques either use information retrieval and machine learning to find the most similar bugs already 
fixed and recommend expert developers, or they analyze change information stemming from source code to propose 
expert bug solvers. Neither technique combines textual similarity with change set analysis and thereby exploits the 
potential of the interlinking between bug reports and change sets. In this paper, they present our approach to identify 
potential experts by identifying similar bug reports and analyzing the associated change sets. Studies have shown that 
effective bug triaging is done collaboratively in a meeting, as it requires the coordination of multiple individuals, the 
understanding of the project context and the understanding of the specific work practices. Therefore, they implemented 
approach on a multi-touch table to allow multiple stakeholders to interact simultaneously in the bug triaging and to 
foster their collaboration. 

 
II.A) PROBLEM STATEMENT 
 
The problem statement is as follows: 

 Traditional software analysis is not completely suitable for the large-scale and complex data in software 
repositories. 

 In traditional software development, new bugs are manually triaged by an expert developer i;e, a human 
triager. Due to large number of daily bugs and the lack of expertise of all the bugs, manual bug triage is 
expensive in time cost and low in accuracy. 

 The number of regular occurring bugs for open source large-scale software project is so much large that 
makes the triaging process very difficult and challenging. 

 To decrease the time cost in manual work, text classification techniques are applied to conduct automatic bug 
triage. 

 
III. PROPOSED SYSTEM 

 
Triage is a system used by software development teams to ration limited technical resources when the number of 
defects needing resolution exceeds the resources available to correct and verify them so as to resolve the greatest 
number of defects possible. If there is a concept that testers and test managers are acutely familiar with, it's "limited 
resources.” Unfortunately we can't fix and retest everything in the limited amount of time we have or with current 
resources[6,7]. Bug triage is a formal process where each bug is prioritized based on its severity, frequency, risk and 
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etc. to achieve better balance working on the important and unimportant bugs. This process makes time save as we 
need not worry much about the less important bugs first[1]. 
 
III.A) SYSTEM ARCHITECTURE 

a) Bug Triage 
 
 

 
 

Fig.1 System Architecture 
 

The diagram in figure 1 illustrated the system architecture of the proposed system. The input to the system is in the 
form of bug data set. The bug data set consists all the details of software bugs. Each bug has bug report and the details 
of the developer who have worked on that respective bug[6]. The bug report is mainly divided in two parts, summary 
and description. The proposed system gives predicted results in form of output. Basically, there are two types of users 
in the proposed system. First is the developer and second is the tester. Developer will get software bugs assigned to 
him. Developer can work on only one software bug at a time. Tester can add new bugs to the system. 

 
b) Data Reduction 

Here we are reducing the bug data by using instance and feature selection so that we get low scale as well as quality 
data. 
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IV. ALGORITHM 
 

Instance and Feature Selection. FS → IS = Bug data reduction. which first applies FS and then IS. On the other hand, 
IS → FS denotes first applying IS and then FS In Algorithm 1, we briefly present how to reduce the bug data based on 
FS → IS. Given a bug data set, the output of bug data reduction is a new and reduced data set. 
 
 
Algorithm 1. Data reduction based on FS IS 
Input:   training set T  with n words and m bug reports, 

reduction order FSIS 
final number n F of words, 
final number m I of bug reports,  

Output: reduced data set T FI  for bug triage 
1) apply FS to n words of T and calculate objective values for all the words; 
2) select the top n F words of T and generate a training set T F; 
3) apply IS to m I bug reports of T F; 
4) terminate IS when the number of bug reports is equal to or less than m I and generate the final training set T FI. 
 
For the combinations of FS and IS , we will present the results of FSIS and ISFS , respectively. All the 
combination results are shown in details in the experiment section. In the following parts of this section, we briefly 
introduce the feature selection algorithm CHI and the instance selection algorithm ICF used in our work[1,6]. 
 
Two algorithms FS and IS are applied sequentially Note that in Step2, some of bug reports may be blank during feature 
Selection In our work, FS → IS and IS → FS are viewed as two orders of bug data reduction. To avoid the bias from a 
single algorithm, we examine results of four typical algorithms of instance selection and feature selection, respectively.  
1) Iterative Case Filter (ICF)  
2) Learning Vectors Quantization (LVQ)  
3) Decremental Reduction Optimization Procedure (DROP)  
4) Patterns by Ordered Projections (POP)  
 
 

V. CONCLUSION AND FUTURE WORK 
 

 This paper presented an all-inclusive survey on the data reduction technique for bug triage. The main features, the 
advantages and disadvantages of each technique are described. As Bug triage is a vital step of software maintenance in 
both labor cost and time cost. The goal is to correctly assign a developer to a new bug for further handling. Many 
software companies spend their most of cost in dealing with these bugs. The motivation of this work is to reduce the 
large scale of the training set and to remove the noisy and redundant bug reports for bug triage. As per survey, there is 
strong need to focus on reducing bug data set in order to have less scale of data and quality data. Propose the improved 
feature selection method by using kruskal model for addressing the problem of data reduction. 
In future work, we plan to propose a unified approach to merge the tasks of feature selection and instance selection. 
Our future plan also includes an empirical study of the use of the approach by bug triagers on an open source system, 
an investigation of additional sources of information. 
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