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ABSTRACT: Web applications are an essential part of today’s cyber-centric world. Through the internet domain they 
provide services to their clients from a remote web server. Hence the quality of the service experienced by the clients 
depends on the web server performance metrics such as speed and response time. This paper presents a specific 
methodology to optimise the performance of a web application from the perspectives of speed and response time. The 
proposed method uses in-memory caching technique, which aims to boost the speed of database retrieval utilising an 
in-memory cached data set. This ensures an optimal response time from the server even in processing a heavy task such 
as a multiple SQL join operation. The paper presents the performance evaluation of in-memory caching technique in 
different scenarios by means of statistical analysis tools. 
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I. INTRODUCTION 
 
Today internet is omnipresent and hence a governmental organization, a company or the government itself may 

provide their services to the people in the form of web applications through the internet. Most of the clients access 
these services hosted in the internet with the help of a web browser in their personal computers or mobile device. Web 
application is a client-server application where the server side runs on a remote web server hosted in the internet 
whereas the client side runs on the web browser of the client. 

 
 The performance of a web server is one of the most important factors behind the success of a web application [1]. It 

is a very broad term that encompasses the speed, utility, usability and security of an application. This paper focuses on 
the aspect of speed and proposes a specific methodology to achieve it. This technique is the utilisation of in-memory 
caching which aims to improve the speed of database retrieval process using a cached data set [2]. 

 
 The database operations are one bottleneck that web applications possess in terms of speed [3]. Especially 

heavyweight queries with many SQL join operations can take considerable amount of time to process and produce 
results. The reads from the database can be speeded up using the concept of caching where the heavyweight query 
results are cached. When a database read is requested by the client, these cached values are used rather than re-
executing the queries again. 

 
The paper is organised as follows. The first section deals with in-memory caching concept and the algorithm 

employed for database fetch request in a cached environment. The experiment methodology section follows the former 
section giving brief description on the tools and methodologies applied in the tests. Analysis and observation section 
analyses the statistical results obtained during the experimentation procedure. The paper concludes by drawing 
inferences from the analysis and observation of statistical results obtained during the experiment. 
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II. IN-MEMORY CACHING 
 
Database normalisation is the process of eliminating the data redundancy through specific organisation of data in 

form of multiple tables in the database. Thus a database table alone cannot produce the complete details about a 
database entity and requires SQL join operations for this purpose. Clients usually communicate with the web server 
through an application programming interface (API) which produces a structured reply for every valid request by 
fetching data from the multiple database tables. 

 
If the basic details about a database entity are cached, the web server can respond to the requests using the values 

fetched directly from the cache. Caches are storage spaces other than the hard disk which aims at high speed retrieval of 
data. The caches work on the principle of “locality of reference” which states that the data set once accessed, has a 
higher probability of access at a later stage [4]. Database caching aims at caching the results of heavy weight SQL 
queries, so that the web server need not re-execute the query during a later request but rather fetch the results from the 
cache. This process considerably increases the speed of the web server in responding to a user query [5] 
 
A. In-memory Caching Algorithm: 

 
Fig. 1. Algorithm to fetch entity details in a cached environment 

 
The database cache can be implemented using an in-memory key-value storage mechanism using the algorithm 

presented in Fig. 1. When a client requests for a specific data set, the web server first checks the in-memory cache store 
using the entity key. If the requested data set is absent, the server executes the SQL query. The query result is converted 
to JavaScript Object Notation (JSON) and stored as the value of the requested entity key. If the requested data is 
present in the cache, it is directly fetched and provided to the client. The cached data will become stale when the actual 
source of data is updated. Hence an asynchronous task runner can be employed which updates the cache whenever the 
source data is updated. 

III. EXPERIMENT METHODOLOGY 
 
The web applications are deployed on web servers to serve each client’s requests and hence to analyse the web 

server performance, the client request traffic load must be simulated. Apache benchmark is a tool for HTTP server 
benchmarking which produces test results for analysing the server performance in various scenarios [6]. Tool provides 
the facility to simulate web traffic with specifications like the number of requests and number of concurrent requests. 
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The test scenarios are simulated using this benchmarking tool and the server performance in serving each request can 
be saved into a file for further statistical analysis. 

 
R is a programming language for the statistical analysis of data sets [7]. The result of apache benchmark for a 

specific test scenario saved in a file must be analysed relative to other relevant test scenario results. Hence the 
benchmarking results to be compared relatively are fed into R for their statistical analysis. R can provide visual 
representation and easier data analysis through graphical plots. 

 
In-memory caching is implemented using in-memory database called Redis for the experimentation [8]. There are 

other choices available like Memcached, but Redis is the most popular in-memory key value store for commercial 
application development because it can implement persistent data storage. 

 
The test scenarios for analysing the effect of in-memory caching and background task runners are as follows. The 

performance of web application with in-memory caching and without caching are evaluated against the heaviness of the 
SQL query statement and the number of concurrent client requests. Relatively heavier queries are created using more 
number of SQL join statements so that the queries becomes more processor intensive and takes more time to complete 
execution. To obtain uniform network conditions, all the optimisation tests were done on uniform bandwidth. 

IV. ANALYSIS AND OBSERVATIONS 
 
This section is divided into two sections. Each section explains the observations derived from the plots created 

through R using the benchmarking results for the test scenarios of in-memory caching. 
 

            
Fig. 2. Time taken for executing light weight query 

 
A simple query with no join operations is chosen as a light weight query for experimentation. It is evident from Fig. 
2. that the cached performance and non-cached performance is almost the same in the case of light weight query 
execution. 

 
Fig. 3. Time taken for executing medium weight query 

 
The Fig. 3. provides an impression that the cached performance is slightly better than the non-cached performance in 
case of medium weight query created with four join operations. 
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Fig. 4. Time taken for executing heavy weight query 

 
A significant boost in performance of heavy weight query processing is noted in the Fig. 4. for cached 

implementation than in the case of non-cached implementation. A query with eight join operations was selected as the 
heavy weight query for testing. 

 

        
Fig. 5. Time taken for medium weight query for 5 concurrent requests 

 
The overlap between the two experimentation plots in the beginning stage is clear from Fig. 5. But there exist a slight 
performance improvement using the cached mode of implementation towards the end of request phase when the 
number of concurrent users is 5. 

 

 
Fig. 6. Time taken for medium weight query for 10 concurrent requests 

 
A satisfactory performance improvement can be noted from the Fig. 6. for the cached implementation than in the 

absence of caching when 10 users hit the server simultaneously. 
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Fig. 7. Time taken for medium weight query for 15 concurrent requests 

 
There is a significant boost in the performance when tested with 15 concurrent users for the cached implementation 
over the non-cached implementation as observed from the Fig. 7. 

V. CONCLUSION 
 
Web application performance can be improved by certain design choices. But the optimisations employed will not 

give satisfactory results in every scenario. In the case of in-memory caching, this design choice will produce a 
performance boost only when there exists heavy weight queries in the application which are processor intensive and 
time consuming. When the results of heavy weight queries are cached, the web server can easy use this cached data set 
to serve the client requests. Moreover, higher the number of concurrent requests, higher is the reduction in the time 
taken to serve the requests. The performance of in-memory caching depends on the RAM available on the server. 
Additionally if data persistence is employed, the hard disk space available on the server also plays a role in the success 
of optimisation. 

 
Hence it is vital to analyse and understand the traffic a web application will be subjected to and other specific 

requirements so as to employ the best performance optimisation technique. 
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