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ABSTRACT: Regression testing is an expensive testing procedure utilized to validate modified software. Tester 
struggles to selectively run relevant tests for pre-testing defects in software. Standard set of tests identified based on 
features may not include all the impacted tests for pretesting a fix made at different layer. Also, it is inefficient to 
execute all the tests for a small change in code. Thus to reduce the cost of testing and to improve the effectiveness, 
there is a need of identifying, selecting and executing impacted tests based on changes in the code. 

The aim is to develop a utility to select and execute optimal and relevant number of tests that would provide 
maximum test coverage with minimal number of tests for C++ based applications. The idea is to create a database to 
map the functional tests and C++ code files by collecting coverage data and then grouping tests based on multiple 
techniques. Finally, integrating this utility into existing testing process for selecting tests based on changes in code. 
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I. INTRODUCTION 
 
Software systems continuously evolve during development and maintenance. A software is changed for a variety of 

reasons, such as fixing defects, adding new functionality, and improving performance. It is important to check new 
functionality as well as old functionality is still working correctly. After a software is changed, the modified version of 
the software should behaves as intended, and that modifications should not adversely impact its quality. This is done by 
regression testing. General approach of regression testing is to test all the test cases.  Thus regression testing is 
expensive. It takes up to 80 percent of testing budget and 50 percent of maintenance cost. Regression testing may waste 
resources such as tester’s time and computation resources. 

Till date various prioritization methods are proposed. Prioritization helps in early detection of defect but it does not 
reduce cost of regression testing. Regression test selection is a well-known problem in software testing. Regression test 
selection techniques select smaller subset of large regression test suite for testing. 'Retest all' approach is not suitable 
for large test suites as resource requirement is very high. Also it is inefficient to execute all tests for small change in 
code. Thus it is necessary to trim the test suite. 

II. RELATED WORK 
 
Researchers have explored and proposed various methods for reducing cost of regression testing by applying various 

test selection and prioritization methods. Survey of such methods is carried out by Rothermel [13] and many others 
[11][8][6].Though large number of methods are proposed, regression testing in industry is still using conventional 
approach i.e. test all approach. Researchers have given different names to different techniques, but the core logic is 
similar. These techniques can be broadly classified as follows. 

 
1. By Line 
This is very basic test case selection method based on code coverage [14]. In this approach only that test cases are 

selected which traverses through modified source lines. In practical, considering only modified lines may not give 
impacted test as change in one line may affect others. Also it is hard to determine actual modified line numbers. To 
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solve this problem, selection of lines is normalized by considering code block of five lines (above two lines and below 
two lines) and test cases which pass through this block are selected. Tests selected by this approach are large in 
number. 

Advantages of this approach is that only targeted tests are selected that execute code around the changed line. Also, 
it gives fewer tests than all tests. 

Disadvantage of ‘By Line’ is that test suite may be too large to run in available time. It is possible that ‘By Line’ 
may return no test in case of new code. 

 
2. Max Min 
This is a statistical approach to solve regression test selection problem.  In this approach minimum number of tests 

are selected such that their combined coverage is maximum. This technique ensures that most of the code is tested. 
Tests selected by this method are less than that of By Line. Similar technique is used in various prioritization 
algorithms. ‘Max Min’ do not consider modified line numbers for selecting tests, instead file level granularity is 
selected. Survey of such techniques is given by Rothermel [5]. 

Advantage of ‘Max Min’ is that it consistently provides minimum number of tests that execute changed source file. 
Disadvantage of this method is that, test that would find a problem are often excluded. This is least reliable method. 

 
3. Intersect 
This is hybrid approach of solving regression test selection problem. This method is combination of By Line and 

Max Min. Tests which traverse through modified part and provides high coverage are selected. Kandil [1] proposed 
similar approach which is combination of test case selection and prioritization. As tests are selected by combining 
above two methods, tests selected are less in number. Disadvantage of this method is same as ‘Max Min’, as it may 
exclude impacted test. 

 
4. Clustering 
In addition to above techniques clustering technique can be used in test case prioritization [3] [4]. In clustering 

technique, test cases are clustered based on certain properties such as code coverage, previous fault history etc. 
Clustering groups similar test cases in one group and dissimilar test cases in different group. It is an unsupervised 
learning approach as class labels are not known in advance. Different techniques ensures that dissimilar tests are 
selected so as to provide high fault detection capability. 

 
By Line technique works on approximation, which is not very reliable in case of coding. By selecting function level 

granularity, we get test cases traversing through function which contains modified code. By using function level 
granularity, we get more number of tests than line level granularity. Combination of 'By Line' and 'By Function' will 
select modification revealing test cases. It will not select tests outside function boundary which can be selected by ‘By 
Line’. Combined approach will select large number of redundant tests which can be removed by clustering them on the 
basis code coverage. 

III. SYSTEM ARCHITECTURE 
 
Figure 1 describes COVERAGE DB architecture. It provides automatic selection of impacted test. Customized code 

coverage reports are provided to tester so that reports can be analysed to add new functional tests. System provides 
grouping of tests by multiple techniques (By Line, Max Min, Intersect and Proposed new technique). 

Automated tests are executed on code under test. With the help of coverage tool, code coverage is gathered. As code 
under test is C++ code, we have used OpenCppCoverage tool for gathering code coverage. OpenCppCoverage is free 
and open source tool for exe applications. Customized coverage report of test suite is generated. Gathered code 
coverage data is stored in database. Database stores mapping of test and source code at different granularity (file, 
function, line). While providing defect for retesting, developer needs to provide source files. After getting modified file 
information from defect system, COVERAGE DB compares modified file with original file with the help of version 
control software. Now the source code lines is mapped to test cases and test cases are fetched by using techniques in the 
literature as well as proposed technique 
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Fig. 1. System Architecture 

 

IV. PROPOSED METHOD 
 
Figure 2 describes proposed test case selection technique. It combines 'By Line' and 'By Function' method to select 

modification revealing tests. For modified line which is at function edge, 'By Line' approach may select lines outside 
the function and thus ineffective tests. Combination of techniques will discard such ineffective tests. 

 

 
Fig. 1. Proposed test selection method 

Algorithm 
1.  Execute test suite on the code under test. 
2. Generate code coverage report at line level and function level granularity. 
3. Select regression test suite based on 'By Line' method. 
4. Trim obtained test suite by selecting matched test with 'By Function' method. 
5. Apply clustering technique on trimmed test suite to remove redundant tests. 
6. Apply 'Max Min' to get final reduced test suite. 
 
Clustering is done on the basis of code coverage. Output of clustering is groups of similar test cases. These similar 

test cases can be a same test case with different arguments for checking boundary conditions or different test cases 
checking same code. Such redundant test cases are removed by clustering. Last step selects test case from each cluster 
which has maximum coverage. 
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V. CONCLUSION 

In this paper we discussed use of clustering technique in regression test selection and reducing testing cost. We also 
proposed combined technique of 'By Function' and 'clustering' method to give advantages of both. Proposed technique 
overcomes drawbacks of byline technique and provides effective test set. 

Proposed technique is combination of test case selection and prioritization technique offering advantages of both. It 
is suitable for large scale systems with large test suite. Proposed technique reduces the cost of regression testing. 
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