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ABSTRACT: Pairwise testing is a most familiar test planning technique. Due to resource constraints, it is nearly 
always impossible to exhaustively test all of these combinations of parameter values. In this paper we propose an 
approach to generate test cases for pairwise testing by applying and prioritizing input parameter and their 
corresponding values to be selected and also providing solution for the constraint handling between parameters and 
values and removing invalid test cases and evaluate the results of 100% coverage with specified constraints. 
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I. INTRODUCTION 
 

Many software systems are highly configurable. It is usually infeasible to test all the possible configurations. To 
overcome this problem, Combinatorial Testing (CT) Techniques have been developed specifically for such systems. 
 CT is concentrated on pinpointing errors and faults arise owing to the interaction of altered parameters of software. 
Combinatorial methods aid to decrease the cost and increase the efficiency of software testing in numerous 
applications. CT is more efficient and effective compare with random testing. Also CT is an effective failure detection 
method for many types of software systems. CT which generates test groups by selecting values for each individual 
input parameters and by combining these parameter values.  
For a system with p parameters, each of which has v values, the number of all possible combinations of values of these 
parameters is vp[6]. Pairwise testing is a most familiar test planning technique. But investigations of actual failures in a 
number of software and systems show that pairwise testing may not be sufficient so high strength CT (t-way for t>2) 
may be desired. Due to resource constraints, it is nearly always impossible to exhaustively test all of these 
combinations of parameter values. Thus, a strategy is needed to select a subset of these combinations. One such 
strategy, called t-way testing, requires every combination of any t parameter values to be covered by at least one test, 
where t is referred to as the strength of coverage and usually takes a small value. The notation of t-way testing can 
reduce the number of tests.[6] For example, a system of  3 parameters that have 7 values each requires 73 tests for 
exhaustive testing. But it requires 49 for 2-way in pairwise testing. We can consider each combination of parameter 
values to represent one possible interaction among these parameters. However, testing has constraints on the 
combination of parameter values. As a result   some combinations of parameter values are invalid. In this paper we 
propose an approach to generate test cases for pairwise testing by applying and prioritizing input parameter and their 
corresponding values to be selected and also providing solution for the constraint handling between parameters and 
values.  
The paper is structured as follows: Section II describes the background of pairwise testing and constraint handling. 
Section III describes our proposed approach of generation of test cases with constraints and removes invalid test cases 
and executes the test cases. Finally, Section IV presents conclusion and a sketch for future work. 
      

II. BACK GROUND 
 

2.1 Pairwise Testing 
Pairwise testing is a combinatorial testing technique which tests all possible combinations of set of input parameters. 
All pairs of combinations have been combined together at least once during the testing process. Instead of testing each 
and every combination, all individual pairs of interactions are tested. Investigations show that software defects are 
triggered by a single input parameters or a combination of two input parameters [8]. To demonstrate the concept of 
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pairwise testing, consider a system with four parameters A, B, C and D. Each of the first three parameters consist two 
values {A1, A2}, {B1, B2}, {C1, C2} and the fourth parameter consist of three values {D1, D2, D3} respectively. In 
order to test all combinations would require 2 X 2 X 2 X 3 = 24 test cases. But a generated pairwise test case set 
includes 6 test cases covered in all parameter interactions for this circumstance. 

2.2 Constraint handling 
In testing, some combination of parameters and values are frequently invalid and untestable because they do not exist 
for the system under test. The pairwise testing technique does not handle the constraints between input parameters and 
values. We must review the results obtained from pairwise testing and manually delete bad pair test cases themselves. 
Most existing test generation methods cannot deal with any constraints and finally ignore them. Ignoring constraints 
generate invalid test sets. When the generated test set contains many invalid test cases, this will cause a loss of 
combination coverage. Hence, proper constraint handling is a key issue for test set generation. We must specify the 
constraints before test set generation [5], [8], [14]. 
 

III. PROPOSED APPROACH 
 

The proposed technique focuses on generation of test sets without and with constraints and compares the results. The 
whole process consists of four steps: 

1) Select parameters and values 
2) Define parameters and constraint values 
3) Generate test cases 
4) Execute test sets 

3.1 Select parameter and values  
The parameters and values are collected from the database or environments. To illustrate the concept of pairwise 
testing, consider a transport system with four parameters and their respective values and their symbolic 
representations are shown in Table1.  
 

 
 
 

 
 
 
 
 
 
 
 
There are two vehicle types, three fuel types, three accommodation options and two specialization options. Different 
end users may use different combinations of these parameter values.  
 
3.2 Define parameters and constraint values 
Some combination of parameters value is invalid from Table 1 which will generate worthless test cases and must be 
eliminated from the result of the test set. Table 1 show the possible input parameters and values could be executed for 
Vehicle types (V), Fuel types (F), Accommodation (A), and Specialization (S). Defining parameters and values with 
ACTS tool are shown in Figure 1. 
 

Parameters and their values Symbolic Representation 

Vehicle Type = { 2wheel , 4wheel } V = { v1 , v2 } 

Fuel type = { petrol , diesel , gas } F = { f1, f2, f3 } 

Accommodation =  { single , double, suite } A = { a1, a2, a3 } 

Specialization = { ac ,  non-ac } S = { s1 , s2 } 

Table 1 : Parameters and Value representation 
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Figure 1 : Example for defining input parameter and their values 

 
Generation of test set without constraints will cover invalid pair test cases. Invalid pair test cases combine 2wheel with 
AC, or 2wheel with diesel or 2wheel with gas. In Table 2, we give a formal syntax that can be used to specify the 
constraints for parameters in Table 1. 
 

Constraint Description 

If(Vehicle=”2wheel”) 
 then (Fuel=”Petrol”) 

If Vehicle is 2wheeler, then fuel must be 
Petrol 

If(Vehicle=”2wheel”&& 
Fuel=”Petrol”)then (Specialization=”non-
ac”) 

If  Vehicle is 2wheeler and fuel is Petrol then 
Specialization must be non-ac 

If  (Vehicle=”4wheel”) then 
(Specialization=”ac”) 

If Vehicle is 4wheeler, then Specialization 
must be ac 

If(Vehicle=”2wheel”) 
 then (Specialization=”non-ac”) 

If Vehicle is 2wheeler, then Specialization 
must be non-ac 

Table 2: Defined Constraints 
 

Constraints setting with ACTS tool as shown in Figure 2. 
 

 
Figure 2:  Sample constraint settings with ACTS tool 
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3.3 Generate Test cases 
     First we generate a pairwise test case for first two parameters until cover all values and then extend it to another 
parameter. Repeat the same process until all the parameters and values are covered from Table. In order to test all 
combinations required 2 x 3 x 3 x 2 = 36 test cases shown in Table 3. 
 

Test case V F A S 
1 v1 f1 a1 s1 
2 v1 f1 a1 s2 
3 v1 f1 a2 s1 
4 v1 f1 a2 s2 
5 v1 f1 a3 s1 
6 v1 f1 a3 s2 
7 v1 f2 a1 s1 
8 v1 f2 a1 s2 
9 v1 f2 a2 s1 
10 v1 f2 a2 s2 
11 v1 f2 a3 s1 
12 v1 f2 a3 s2 
13 v1 f3 a1 s1 
14 v1 f3 a1 s2 
15 v1 f3 a2 s1 
16 v1 f3 a2 s2 
17 v1 f3 a3 s1 
18 v1 f3 a3 s2 
19 v2 f1 a1 s1 
20 v2 f1 a1 s2 
21 v2 f1 a2 s1 
22 v2 f1 a2 s2 
23 v2 f1 a3 s1 
24 v2 f1 a3 s2 
25 v2 f2 a1 s1 
26 v2 f2 a1 s2 
27 v2 f2 a2 s1 
28 v2 f2 a2 s2 
29 v2 f2 a3 s1 
30 v2 f2 a3 s2 
31 v2 f3 a1 s1 
32 v2 f3 a1 s2 
33 v2 f3 a2 s1 
34 v2 f3 a2 s2 
35 v2 f3 a3 s1 
36 v2 f3 a3 s2 

 
Table 3: All Possible combinations 

 
In this example, exhaustive testing requires 36 test cases, but pair-wise combinatorial testing requires only 9 test cases 
without constraints shown in Table 4 and 11 test cases with constraints shown in table 5. The entire test suite covers all 
possible pairwise combinations between transport system parameters. 
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Table 4 : Generated test cases without constraints 

 
The highlighted test cases in Table 4 represent invalid test cases for specified constraints. In this situation, we must 
perform validity check with replace method of constraint handling used to determine whether all the constraints are 
satisfied by a test case with the specified constraints from Table 4. If invalid test cases are detected, invalid parameter 
values of that test case should be changed by another valid parameter value and removes the invalid test case. The 
resulting final test set satisfies all combinations with specified constraints shown in Table 5. 
 
 

 
 
 
 
 
 
 
 
 
 
 
 
 

 
Table 5 : A  Generated test cases with constraints 

 
The acts tool implements the IPOG algorithm to generate combinatorial test sets. Consider the input from Table 1 
which has four parameters. The acts tool can generate a combinatorial test set for this input shown in Figure 3. When 
we add parameter and their corresponding values and acts tool then automatically generates a t-way test set, where t is 
the strength of coverage. The generated test cases can be saved in multiple formats for testing purposes. Figure 4 shows 
sample of test case in XML format. 
 

Test  case V  F A S 
1 v2  f1 a1 s2 
2 v1  f1 a2 s1  
3 v2  f1 a3 s1  
4 v1  f2 a1 s2  
5 v2  f2 a2 s1  
6 v1  f2 a3 s2  
7 v2  f3 a1 s1  
8 v1  f3 a2 s2  
9 v2  f3 a3 s2  

Test case V F A S 
1 v2 f1 a1 s1 
2 v1 f1 a2 s2 
3 v2 f1 a3 s1 
4 v2 f2 a1 s1 
5 v2 f2 a2 s1 
6 v2 f2 a3 s1 
7 v2 f3 a1 s1 
8 v2 f3 a2 s1 
9 v2 f3 a3 s1 
10 v1 f1 a1 s2 
11 v1 f1 a3 s2 
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Figure 3 : Example Combinatorial test cases created with ACTS tool 

 
As the size of the parameter and their value increase, the size of corresponding test sets increase. Managing this 
combinatorial growth with regard to both accuracy and execution time is still an open research issue. Greedy algorithm 
is recently used for t-way combinatorial testing (Bryce to appear; Lei 2008) [2]. However, the efficient generation of t-
way combinatorial test suites remains an ongoing research topic. 
 

XML format for parameters and values saved Sample XML format for pairwise test set generation 
<?xml version="1.0" encoding="UTF-8"?> 
-<System name="articletrans"> 
  -<Parameters> 
    -<Parameter name="V" type="1" id="0"> 
      -<values> 
  <value>v1</value> 
 <value>v2</value> 
       </values> 
      <basechoices/> 
     </Parameter> 
    -<Parameter name="F" type="1" id="1"> 
      -<values> 
 <value>f1</value> 
 <value>f2</value> 
 <value>f3</value> 
       </values> 
      <basechoices/> 
     </Parameter> 
   -<Parameter name="A" type="1" id="2"> 
     -<values> 
 <value>a1</value> 
 <value>a2</value> 
 <value>a3</value> 
      </values> 
     <basechoices/> 
    </Parameter> 
      -<Parameter name="S" type="1" id="3"> 
 -<values> 

-<Testset doi="2"> 
  -<Testcase TCNo="0"> 
 <Value>1</Value> 
 <Value>v2</Value> 
 <Value>f1</Value> 
 <Value>a1</Value> 
 <Value>s2</Value> 
   </Testcase> 
  -<Testcase TCNo="1"> 
 <Value>2</Value> 
 <Value>v1</Value> 
 <Value>f1</Value> 
 <Value>a2</Value> 
 <Value>s1</Value> 
    </Testcase> 
  -<Testcase TCNo="2"> 
 <Value>3</Value> 
 <Value>v2</Value> 
 <Value>f1</Value> 
 <Value>a3</Value> 
 <Value>s1</Value> 
   </Testcase> 
  ………… 
  ………… 
</Testset> 
-<Header> 
<Value/> 
<Value>V</Value> 
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    <value>s1</value> 
    <value>s2</value> 
    </values> 
   <basechoices/> 
  </Parameter> 
 </Parameters> 
      <OutputParameters/> 
     <Relations/> 
    <Constraints/> 

<Value>F</Value> 
<Value>A</Value> 
<Value>S</Value> 
</Header> 
-<Stat-Data> 
<ExecutionTime>0.0</ExecutionTime> 
<MaxDomainSize>3</MaxDomainSize> 
<MinDomainSize>2</MinDomainSize> 
<TotalNoOfCombination>37</TotalNoOfCombination> 
<TotalNoOfTests>9</TotalNoOfTests> 
<Algorithm>IPOG</Algorithm> 
</Stat-Data> 
</System> 

Figure 4 : XML format for Parameters construction and pairwise test set generation 
 

3.4 Execute test set  
To evaluate the future approach, we consider the number of parameters and each has different parameter values and 
evaluates the test cases and compares the results generated with existing algorithms using existing combinatorial testing 
tools. 
 

IV. CONCLUSION 
 

The wide use of combinatorial testing will help to significantly reduce the cost of software testing while increasing 
software quality. It will also improve the productivity of software developers by reducing the time and effort they 
spend on testing. In this paper we have presented the proposed approach to generate test set for t-way testing and to 
handle constraints for avoiding invalid test cases. There are numerous directions to persist our work. First we execute a 
tool for higher level t-way strength coverage and carry out similar studies for real world applications to evaluate 
effectiveness of our approach.    
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