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ABSTRACT:  Estimating a project’s effort, cost or schedule is a crucial task for software project management. 

However, project leaders are often overwhelmed when selecting an appropriate estimation method to best match the 

project characteristics and context.Amalgamated systems are applications that typically support online users when 

confronted with large sets of choices. Knowledge-based recommenders are a specific variant of these systems that 

exploit explicit knowledge models in order to infer matching items based on a set of specific requirements. This 

paper’s contribution lies in its application of knowledge-based amalgamation mechanisms to the domain of software 

project management and presents a recommender for effort, cost, or time estimation methods. An initial evaluation 

among software professionals showed promising results and disclosed helpful hints for further development. 

 

I. INTRODUCTION 

In today’s competitive software development environment it is of upmost importance to deliver products on time, 

with the desired quality attributes and at the specified cost. Depending on the specific project, estimation of size, 

effort and schedule can be done in an iterative way that is by primarily estimating requirements of the next 

development step. However, ever increasing competition among software companies often results in fixed-price 

projects. It is thus important to estimate the effort required, size and schedule of a specific project even in the early 

stages of software development. Thus accurate estimation methods like, for example, the Function Point method, T-

shirt sizing or calibration with project specific data have gained increasing importance [1], [2]. Notably, this also 

holds for the development of custom software and integration projects, where functionality is primarily extended or 

substituted. 

 

Although there is a large amount of literature on software estimation methods [1], [2], there is often no detailed 

knowledge about when to apply which method. To the best of our knowledge, no out of the box knowledge base 

exists that supports the selection and prioritization of adequate techniques depending on a specific project’s 

characteristics. Consequently, there is a need for personalized advice, taking into account the specific project 

characteristics, the availability and granularity of comparable data and the current state of development. 

 

In particular, the multitude of potential users, the fact that project managers are solely aware of a small number of 

relevant techniques and the availability of various techniques for diverse project settings suggests that constructing a 

amalgamation application for software estimation techniques would be worthwhile. Furthermore, harnessing a web 

based amalgamation system may also considerably contribute to the widespread applicability of software estimation 

techniques in today’s mainstream software engineering projects. 

Publicly available amalgamation applications for software engineering are in the scope of the Austrian Soft net 

research and innovation program. This paper contributes a knowledge based recommendation application that allows 

software project managers to select appropriate methods for effort, size and schedule estimation. 

 

In Section 2 we discuss related work, namely amalgamation applications for software engineering, and Section 3 

outlines our novel knowledge model for software estimation techniques. Notably, our model takes the cone of 

uncertainty [2] into account and thus reflects the accuracy of the different estimation methods at various stages of 

software development. Section 4 presents our pilot application and its user interface. Moreover, we report on a survey 
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about the proposed interaction flow, the results obtained and the underlying hypothesis. Finally, Section 6 concludes 

our paper. 

 

II. RELATED WORK 

 

The authors of [1] and [2] present more than 30 estimation methods and their associated properties. It is however 

hard and time consuming for a user to consider all the methods and then decide which one is best suited for the 

current project. 

To the best of our knowledge no work has been done in trying to implement a amalgamation system for software 

estimation techniques. The authors of [3] present a amalgamated organization for project planning. This approach 

mainlysupports project planning by taking previous projects into account. It can be used solely when project-specific 

data is available from previous projects. Additionally this approach requires information like cost, size and well 

defined user requirements to be known. In contrast, our technique does not necessitate project specific data, but rather 

takes project specific data into account if it is available. 

Amalgamation applications enjoy wide spread used in diverse fields of software engineering. The authors of [4] 

present a survey of different amalgamation tools for software maintenance and development. Based on automatic or 

manual queries, each tool presented in the survey is capable of amalgamating what should be done in the upcoming 

stage of ongoing software development efforts. Other works deal with improvement to developer productivity. The 

authors of [5] present a amalgamated system for identifying the most appropriate functions for implementing a 

specific software feature. Their approach is based on collaborative filtering algorithms [6]. Moreover the literature 

reports on successful applications of amalgamation systems for detecting software conflicts, as presented in [7], or for 

focusing software testing on specific modules or components [8]. 

 

III. KNOWLEDGE MODEL FOR AMALGAMATION 

 

Knowledge-based amalgamated systems exploit a knowledge base that explicitly mediates between user 

requirements and the characteristics and limitations of different effort estimation methods in order to identify those 

items that best fulfill them. An overview on knowledge-based amalgamation systems can for example be found in 

[15]. The knowledge base for the amalgamation application presented here was derived by interviews with domain 

experts and by studying the popular literature on this topic [1], [2]. More concretely, the system for advising about 

effort estimation methods elicits the project’s context like the development style or the phase the project is currently 

in via a forms-based dialogue (see Table 1 for the most important domain characteristics). The recommendable items 

and effort estimation methods constitute the product catalogI containing a finite set of database instances. Items are 

characterized by a set of properties like the required level of detail for historical data or their applicability to different 

project phases. Furthermore, the knowledge-based system takes a set of constraints, i.e. the knowledge base (C) and 

the specific requirements (SRS) describing the project context as input. We employ constraints that are represented as 

logical implications and consist of a condition (If…..) and a consequent (then……). In addition, constraints (c) 

possess a weight (wc) that characterizes their relative importance and may be defined as either hard (cЄChard) or soft 

(cЄCsoft). The latter means that they can be ignored if no other solution can be found. The specific requirements and 

the condition parts of constraints are represented by terms utilizing the context variables described in Table 1. 

Therefore, the function app(C; SRS) returns all constraints from C that are applicable in conjunction with SRS. 

Consequently, recommended items need only to satisfy the consequent parts of applicable constraints. We denote the 

consequent part of constraint c by cons(c).  
In general, a recommender computes a function rec(i, u) for a given item i and an user u that returns a 

amalgamation score. It expresses the system’s belief as to whether the item is of interest for the user. In case the 

amalgamated system’s knowledge base consists solely of hard constraints, the assumed utility scores either 1 if an 

item satisfies all applicable constraints or 0 otherwise. However, in cases where the knowledge base contains soft 

preference constraints the constraint-based amalgamation system is able to compute scores that reflect the sum of 

weights of fulfilled constraints with respect to the sum of weights of constraints that were relaxed in order to include 

the specific item in the result set. Given product table I, specific contextual requirements SRSu and the relational 
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selection operator δ we define that item i satisfies the conditional constraint ciffiЄδ[cons(c)](I). Therefore, our 

implementation computes amalgamation scores as follows: 

 

                      ∑c Є app(C, SRSu) i Є δ[cons(c)] (I) 
w

c           :  * 

Rec(i,u) =   

                                    ∑c Є app(C, SRSu)
w

c                               :  else 

                                   0 

 

                    *for all c Є app(Chard, SRSu) i Є δ[cons(c)] (I) 

 

 

Consequently, rec(i; u) is the sum of the weights of all constraints that, in conjunction with the specific project 

context (SRSu), support item i to be in the result set. 
P
wc in the denominator normalizes the utility score to the range 

0..1. In cases where not all of the hard constraints are able to be fulfilled the score is set to 0. This approach was 

already proposed in [9] where constraints have been learned from past user interactions. Our computation scheme for 

recommendations contrasts the knowledge-based relaxation mechanisms presented in Mirzadeh et al. [10] or Jannach 

[11] who search for query relaxations on the product catalog that determine the result set. While they compute 

recommendations where each item satisfies the same set of constraints, we rather assign ranks to items based on their 

individual constraint fulfillments. 

 

 
 

Figure 1. Dependencies among granularity levels of historic data and countable items 

 

 
Figure 2. Sample question 

 

The knowledge base consists of around 50 different constraints, some of which are rather obvious like If the project 

follows development style X then the method should be applicable to development style X. However, matching the 

historic data requirements of estimation methods with the granularity of the available historic data and the countable 

items of the current project data is more complex. Figure 1 sketches the assumed dependencies between different 

classes of countable elements for deriving software estimates. The directed edges indicate an informal containment 
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hierarchy. For instance if one can compute Function Points (FP) then - in principle - Dutch Points (being only a 

subset of FP elements) or method-level features may also be computed. 

Therefore, only estimation methods that are applicable to the figuratively greatest common divisor or lowest 

granularity of the available historic data and the countable data in the current project must be selected. 

 

IV. IMPLEMENTATION 

 

The implementation is based on a generic amalgamation framework [12] that can be instantiated in different 

application domains. Figure 2 depicts a sample dialogue page that requires the user to specify the current project 

phase and informs him/her of the variability that can be expected in effort estimation methods at this point. Figure 3 

shows parts of the result page of the system, listing the estimation methods that are applicable to the given project 

context together with some additional explanations such as under what circumstances the method is applicable or 

some form of disclaimer like T-Shirt sizing fits only the current iteration when proposed in the context of an iterative 

development process. In addition the application has additional features such as dynamic interaction flow based on 

user input as well as a type of inconsistency detection for cases where user input seems to be contradictive as 

presented in [13]. 

 

 
Figure 3. Results page 

 

 

 

Figure 4. Implementation Phase 

V. EVALUATION 

 

To evaluate the initial version of our amalgamation application worker prepared a questionnaire and asked our 

industry partners (big companies as well as small and medium-sized enterprises) for their feedback. Primarily project 

managers, software engineers and IT consultants tested our application and subsequently answered the questionnaire. 

For this evaluation we hypothesized that potential users are coarsely familiar with software estimation techniques. 

Our survey’s main intention was to evaluate (1) the practical applicability and usefulness of the system for 

mainstream software engineering projects, (2) the completeness and comprehensiveness of the proposed methods, (3) 

the characterization of the project and the project’s context, and (4) the traceability of the given amalgamations. The 
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seven participants of our survey reported diverse intricacies. In the following we discuss the most notable suggestions 

for further improvement categorized according to the criteria given above. 

 

 Magnitude of relative error(MRE): First calculate the degree of estimating error in an individual estimate for each 

data point as project .It is defined as:-  

 

MRE = │Predicate value – Actual value│ 

Actual value 

 

Root Mean Square Error(RMSE): It is frequently used measure of differences between values predicted by a 

model or estimator and the values actually observed from the thing being modelled or estimated. It is just the square 

root of the mean square error as shown in equation given below:- 

 

RMSE = √1/n∑i
n

=1(actual value – predicate value)
2 

 

Mean Magnitude of Relative Error(MMRE): It is another measure and is the percentage of the absolute values of 

the relative errors, averaged over the N items in the "Test" set and can be written as:-  

 

MMRE =    1/n∑i
n

=1 │Predicate value – Actual value│ 

Actual value 

 

PRED (N): Itis the third criteria used for the comparison and this reports the average percentage of estimates that were 

within N% of the actual values .It is commonly used and is the percentage of predictions that fall within p % of the 

actual, denoted as PRED (p), k is the number of projects where MRE is less than or equal to p, and n is the number of 

projects. 

 

PRED (p) = k / n 

 

VI. CONCLUSION 

 

This paper contributed a knowledge-based amalgamation application to the domain of selecting appropriate effort, 

cost and time estimation methods for software project management. The results of our survey on the pilot system 

confirmed our assumption that tailoring a amalgamation application for project managers and engineers - in contrast 

to the typical tailoring for sales representatives - requires a very precise formalization of the underlying problem. 

However, the answers to our questionnaire highlighted that such a amalgamation application might be used in 

practice. This holds particularly for a complex knowledge base as a amalgamation system might have genuine value 

for entering even more detailed facts about the project under consideration. In addition several technical issues and 

the need for further clarification of the capabilities of diverse methods (e.g. requesting the application domain directly 

vs. conveying that the application domain is an input to the method being proposed), traceability must be further 

improved if the system is to be widely adopted. In the near future we plan to extend the knowledge base to cover 

more project details. Besides of this, a user receiving a certain amalgamation might be interested in obtaining the 

necessary information to extend into an accurate method. We plan to address this by incorporating ideas from 

diagnosis [14] into our amalgamation engine.  
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